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Abstract— High Efficiency Video Coding (HEVC) provides
superior coding efficiency than previous video coding standards
at the cost of increasing encoding complexity. The complexity
increase of motion estimation (ME) procedure is rather signif-
icant, especially when considering the complicated partitioning
structure of HEVC. To fully exploit the coding efficiency brought
by HEVC requires a huge amount of computations. In this
paper, we analyze the ME structure in HEVC and propose a
parallel framework to decouple ME for different partitions on
many-core processors. Based on local parallel method (LPM),
we first use the directed acyclic graph (DAG)-based order
to parallelize coding tree units (CTUs) and adopt improved
LPM (ILPM) within each CTU (DAGILPM), which exploits
the CTU-level and prediction unit (PU)-level parallelism. Then,
we find that there exist completely independent PUs (CIPUs)
and partially independent PUs (PIPUs). When the degree of
parallelism (DP) is smaller than the maximum DP of DAGILPM,
we process the CIPUs and PIPUs, which further increases the
DP. The data dependencies and coding efficiency stay the same
as LPM. Experiments show that on a 64-core system, compared
with serial execution, our proposed scheme achieves more than
30 and 40 times speedup for 1920 x 1080 and 2560 x 1600 video
sequences, respectively.

Index Terms— Coding efficiency, degree of parallelism (DP),
efficient parallel framework, High Efficiency Video Coding
(HEVC), many-core processors, motion estimation (ME).

I. INTRODUCTION

IGH Efficiency Video Coding (HEVC) is the state-

of-the-art video coding standard [2]-[5]. Compared
with H.264/Advanced Video Coding (AVC), HEVC doubles
the coding efficiency [6], which is largely benefited from
more sophisticated motion estimation (ME) design [7], [8].
The price to be paid for higher coding efficiency is higher
computational complexity. The HEVC encoders are expected
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to be several times more complex than H.264/AVC encoders
[9], [10]. The HEVC ME is the most computationally
expensive operation in the HEVC encoder [11]. Video
coding has been restricted in many fields because of its high
complexity [12]-[19]. As a result, it is important to accelerate
HEVC, especially ME.

We are witnessing a paradigm shift in computer architec-
ture toward many-core processors [20]-[23], which are good
candidates for speeding up HEVC ME. A central question
is whether HEVC ME can scale to such a large number
of cores. If HEVC ME is not extensively parallelizable,
cores will be left unused and its performance might suffer.
Efficient parallelization of ME on many-core processors is
challenging, because ME has complicated data dependencies
which provides insufficient degree of parallelism (DP) for so
many cores [24], [25]. In addition, parallelization may have
significant coding efficiency loss [26]-[28].

In general, there are two ways to parallelize ME on many-
core processors: 1) global parallel method (GPM) [26]-[28]
and 2) local parallel method (LPM) [24], [25]. The GPM
provides a high DP but has nonignorable coding efficiency
loss; LPM has ignorable coding efficiency loss but the DP of
LPM is not adequate for many-core processors. The GPM is
widely adopted for H.264/AVC ME [26]-[28]. First, ME is
carried out in parallel for all the 4 x 4 submacroblocks (MBs)
within the same frame. Then, ME of other sub-MB partitions
can be obtained in parallel by the ME of 4 x 4 sub-MB.
The GPM eliminates the data dependencies among blocks
within the same frame and provides a high DP for H.264/AVC
ME. However, GPM takes no account of the data dependencies
among the block partitions, which has nonignorable coding
efficiency loss. The HEVC ME is highly sequential and
has a highly flexible hierarchy of unit representation [29].
If we apply GPM directly to HEVC ME, it will lead to
significant coding efficiency loss. The HEVC includes three
block concepts [29]: 1) coding tree unit (CTU); 2) coding
unit (CU); and 3) prediction unit (PU). The PUs are the basic
units used for ME. The LPM introduces the concept of ME
region (MER) [24], [25] and divides each CTU into a number
of nonoverlapped parallel MERs. From MER to MER, ME is
carried out sequentially. Within each MER, ME is carried out
in parallel for all the PUs. The LPM has been adopted into the
HEVC standard. The LPM eliminates the data dependencies
among PUs within the same MER, which has little coding
efficiency loss. However, the MERs and CTUs have to be
processed sequentially. The maximum DP of LPM is still very
insufficient to keep the coding efficiency from losing too much.
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For example, in the HEVC setting, the maximum DP is 8
which is not adequate for many-core processors.

On the premise of keeping data dependencies the same as
LPM, we further analyze the dependencies in different levels
of data granularity within the same frame. Based on LPM, we
propose an efficient parallel framework for HEVC ME, which
largely increases the DP than LPM. Meanwhile, the coding
efficiency of our method stays the same as LPM, which is
much better than GPM.

1) We use the directed acyclic graph (DAG)-based order
to parallelize CTUs and adopt improved LPM (ILPM)
within each CTU (DAGILPM). The data dependen-
cies among neighboring CTUs are caused by the PUs.
The current CTU has data dependencies on its neigh-
boring left, upper, upper-left, and upper-right CTUs.
We generate a DAG [30], [31] to capture the depen-
dency relationships among neighboring CTUs. We use
the DAG-based order to parallelize CTUs, which
exploits the implicit CTU-level parallelism. Meanwhile,
we adopt ILPM within each CTU, which increases the
PU-level parallelism than LPM. The maximum DP of
DAGILPM reaches 495 and 660 for 1920 x 1080 and
2560 x 1600 video sequences, respectively.

2) After DAGILPM, there is an insufficient DP at the begin-
ning and at the end of processing a frame. After carefully
reviewing all the PUs, we find that there exist completely
independent PUs (CIPUs) and partially independent PUs
(PIPUs). The CIPUs have no data dependencies on
other PUs within the same frame. The PIPUs have no
data dependencies on other PUs within the same CTU.
When the DP is smaller than the maximum DP of
DAGILPM, we process the CIPUs and PIPUs, which
further increases the DP. The data dependencies and
coding efficiency stay the same as LPM.

A part of this paper has been presented in [1]. Based on our
previous work [1], we further use ILPM and find the PIPUs.
The DAG-based order was also used for deblocking filter [14],
intra-mode decision [31], [32], and CU partitioning tree deci-
sion [33]. This paper uses the DAG-based order to parallelize
ME. Our proposed parallel framework is suitable to many-core
processors. Our testing processor is a Tile64 [32]. Experiments
demonstrate that our proposed method significantly improves
the performance compared with GPM and LPM.

The rest of this paper is organized as follows. Section II
gives a review of HEVC ME and related work. Section III
presents the proposed highly parallel framework for
HEVC ME. The experimental results are elaborated in
Section IV. Finally, Section V concludes this paper.

II. HEVC ME AND RELATED WORK
A. HEVC Motion Estimation

The HEVC provides a highly flexible hierarchy of unit rep-
resentation for ME, which includes three block concepts [29]:
CTU, CU, and PU (Fig. 1). Hierarchy of unit representation
has been proved effective [34]-[36]. Each frame is divided
into CTUs, which can be recursively split into smaller CUs
by using a generic quadtree segmentation structure. The CU
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Fig. 1. Flexible hierarchy of unit representation for ME.
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Fig. 2. GPM for H.264/AVC ME. First, SAD of all 4 x 4 sub-MB partitions
are calculated. SAD of 8 x 4,8 x 8, ... sub-MB partitions are obtained by
the summation of different combination of SAD of 4 x 4 sub-MB partitions.

can be further split into PUs, which have eight partition modes
used for ME. The PUs are the basic units used for carrying the
motion data related to ME. If a neighboring PU is coded, it will
be available for the current PU. The current PU may have data
dependencies on its neighboring left, left-down, upper, upper-
left, and upper-right PUs, whose motion data may be available
for the current PU [2].

B. Related Work

The GPM eliminates the data dependencies among all the
blocks within the frame, which provides a high DP and has
nonignorable coding efficiency loss. The LPM eliminates the
data dependencies among all the blocks within the same MER,
which has ignorable coding efficiency loss. But, the DP of
LPM is not adequate for many-core processors.

1) GPM for H.264/AVC ME: Parallelization of ME is an
afterthought in H.264/AVC, where GPM is widely adopted
[26]-[28]. H.264/AVC supports MB partitioning with variable
block sizes. The luma component of each MB could be divided
into four partition modes: 16 x 16, 8§ x 16, 16 x 8, and
8 x 8 pixels. As shown in Fig. 2, if an 8 x 8 partition
is selected, each 8 x 8 block can be further divided into
sub-MB partitions: 8 x 8, 4 x 8, 8 x 4, and 4 x 4 pixels. The
GPM first calculates the sum of absolute differences (SAD)
values of all 4 x 4 sub-MB partitions within a frame. Then,
the SAD values of 8 x 4,8 x 8,... sub-MB partitions are
obtained by the summation of different combination of SAD
of 4 x 4 sub-MB partitions. Then, GPM chooses the best ME
mode among all the candidates. All the 4 x 4 SAD calculation
can be processed in parallel and GPM provides a high DP for
ME. However, GPM takes no account of the data dependencies
among the block partitions, which has nonignorable coding
efficiency loss.

2) LPM for HEVC ME: If we apply GPM directly to HEVC
ME, all the PUs are unavailable for each other within the
frame. The GPM leads to significant coding efficiency loss
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Fig. 3. Example of MER and available PUs for PUI, PUS, and PU9.

although it provides a high DP. The LPM [24], [25] introduces
the concept of MER and divides each CTU into a number of
nonoverlapped MERs. All the MERs are exact square shapes
with the same size. The LPM introduces a new availability
rule for PUs.

Fig. 3 shows an example of MER and available PUs for
PU1, PUS, and PU9. There are four MERs within the CTU.
From MERO to MER3, ME is carried out sequentially. All the
PUs residing in the same MER are unavailable for each other.
Within the same MER, ME is carried out in parallel for all
the PUs. For example, PU8 and PU9 are within MER3 and
unavailable for each other. When processing MER3, PU8 and
PU9 have no data dependencies on each other. So, they can
be processed in parallel. The maximum DP of LMP (MPypnm)
can be expressed as

S(MER) M xM
min(S(PU)) 32
where M is the length of MER, S(MER) indicates the pixel
number of MER, and S(PU) indicates the pixel number of PU.
When the size of PU is 8 x 4 or 4 x 8, S(PU) will reach the
minimum. In order to guarantee the coding efficiency, M is
commonly equal to 16 or 8 today [24], [25]. So, the MPpm

is equal or less than 8. Thus, LPM cannot provide a sufficient
DP for many-core processors.

MPipym = ey

III. HIGHLY PARALLEL FRAMEWORK FOR HEVC ME

In this section, on the premise of keeping data dependencies
and coding efficiency the same as LPM, we will first generate
a DAG [30] to capture the dependency relationships among
neighboring CTUs. We will use the DAG-based order to paral-
lelize CTUs and adopt ILPM within each CTU (DAGILPM).
Then, we will find the CIPUs and PIPUs. When the DP is
smaller than the maximum DP of DAGILPM, we will process
the CIPUs and PIPUs.

A. DAG Improved LPM

1) Data Dependencies Among Neighboring CTUs: In this
section, we will analyze the data dependencies among neigh-
boring CTUs. The CTUs are processed in row scanning order.
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CTU

Fig. 4. Data dependencies among neighboring CTUs. The arrows indicate
dependencies.
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Fig. 5. (a) Each CTU in the frame is mapped into a point in a 2-D coordinate
plane. (b) DAG for representing the dependency relationships of CTUs.

The data dependencies among neighboring CTUs are caused
by the PUs. When processing the current CTU, the PUs
within the current CTUs neighboring left-down CTU are not
coded yet, which will be unavailable for the PUs in the
current CTU. So, the current CTU has no data dependency
on its adjacent left-down CTU. Meanwhile, the PUs in the
current CTUs neighboring left, upper, upper-left, and upper-
right CTUs are coded. The current CTU has data dependencies
on its neighboring left, upper, upper-left, and upper-right CTUs
(Fig. 4). The arrows indicate dependencies. When processing
the current CTU, the left, upper, upper-left, and upper-right
CTUs should have been completely processed if they exist.
2) DAG for CTUs: After analyzing the data dependencies
among neighboring CTUs, we generate a DAG to capture the
dependency relationships of CTUs. As shown in Fig. 5(a),
we first map each CTU in the frame into a point in a 2-D

coordinate plane as
' il £ 2)
i = ceil| —
w

j = kmod W 3)

where i is coordinate value of the horizontal axis, j is
coordinate value of the vertical axis, k is the time stamp of the
CTU, W is the horizontal CTU number of the frame, and the
ceil function returns the value of a number rounded upward
to the nearest integer.

Then, we use a DAG to represent the execution flow of the
CTUs and the precedence constraints among the CTUs [30].
As shown in Fig. 5(b), the DAG is marked as G = (V, E),
which consists of a set of vertices V and edges E. Vertices
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Fig. 6. DAG-based order to parallelize CTUs.

are numbered according to the coordinate values of CTUs
in the 2-D coordinate plane. For example, vertex v;; in
Fig. 5(b) represents the CTU with coordinate values (7, j) in
Fig. 5(a). If vertex vy, has data dependency on v; ;, vertex
v;j is a parent of vertex v,,, and there will exist an edge
(vi,j,vm,n) € E. When vertex v; ; is processed, vertex v; ;
and edge (v; j,vm,n) Will be removed from the DAG. The
precedence constraint means that when the in-degrees of some
vertices are zero, these vertices can be processed in parallel.
In order to parallelize the vertices, it is important to record
and update the in-degrees of all the vertices. We get the initial
values of the in-degrees by the adjacency matrix. We generate
the adjacency matrix A of the DAG as

A _ 1, (l)i’j,l)mjn)EE
(61):0mm) =10, otherwise
st. 1<i,m<H 1<jn<W 4)

where H is the vertical CTU number of each frame, and A is
a 2-D matrix.

The initial in-degree D,, , of vertex v,,, in the DAG can
be summarized as

H W
z Z (6,7, (m,n)

1j
S.t. 1< §H l<n<W 5)

where D is a 2-D matrix, which represents the initial state of
the in-degrees of the DAG.

3) Parallelizing CTUs Using DAG-Based Order: After
getting the initial values of the in-degrees, we use a
DAG-based order to parallelize the CTUs as shown in
Fig. 6. The condition matrix (CM) is a 2-D matrix, which
is designed to record the number of related CTUs for each
CTU. The initial value of CM is set equal to D. When
some entries in CM are zero, the corresponding CTUs can
be processed in parallel. When a CTU with coordinate (i, j)
in CM is processed, the entries of coordinates (i + I, j),
(i+1, j—1),(, j+1),and (i+1, j+1) in CM will minus one.
Furthermore, the dispatcher queue (DQ) is a waiting queue,
whose elements are the coordinates of available CTUs. The
pseudocode of the DAG-based order is expressed as follows.
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Fig. 7. Example of ILPM. The length of MER is 16. Within the same

MER, all the PUs with different partition modes in different CU depths can
be processed in parallel.

1) Step I: Initialize DQ and CM. DQ is a waiting queue.
CM is designed to record the number of related CTUs
for each CTU.

2) Step 2: When some entries in CM become zero, get the
corresponding coordinates and push them into DQ.

3) Step 3: Get coordinates from DQ and process corre-
sponding CTUs in parallel on many-core processor.

4) Step 4: Update CM. When a CTU with coordinate
(i, j) in CM is processed, the entries of coordinates
G+14,),G+1j-1),G, j+1),and (i+1, j+ 1) in CM
will minus one.

5) Step 5: Repeat above steps 2—4 until each frame is over.

B. Improved LPM

After using the DAG-based order to parallelize CTUs, we
adopt ILPM within each CTU, which exploits the implicit
PU-level parallelism. The ILPM is based on LPM [24], [25].
The LPM introduces the concept of MER and divides each
CTU into a number of nonoverlapped MERs. All the MERs are
exact square shapes with the same size. When a CTU is being
processed, the MERs within the CTU are being processed
sequentially. The CTUs can be recursively split into smaller
CUs by using a generic quadtree segmentation structure.
The CU has at most eight partition modes for PUs. Within the
same MER, the PUs with the particular partition mode can be
processed in parallel. We go further than LPM. We mark the
MER as the root node of a quadtree. Then, we generate the
depth of the quadtree (N) as

N =log, M -3 (6)

where M is the length of MER.

Within the same MER, CUs can be recursively split into
smaller CUs using a generic quadtree segmentation structure.
All the PUs with different partition modes in different CU
depth can be processed in parallel. Fig. 7 shows an example
of ILPM, where the length of MER is 16. There are three
and seven partition modes used in 8 x 8 and 16 x 16 CU,
respectively. Because all the partition modes belong to the
same MER, they are unavailable for each other and have no
data dependencies. The ME is carried out in parallel for all
the partition modes.
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Fig. 8. Example of DAG-based order to parallelize the CTUs for a frame.

The DP of ILPM can be described as

fn) =4x% f(n+l) + P, (7
5 n=3

Po=113 n<3 ®)

f(N) =Py )

where f(n) is the total DP when the depth of the coding tree
is set to n, and P, is the DP of the given CU size at the
nth level. For example, as shown in Fig. 7, N and f(N) are
1 and 5, respectively. The total DP of the quadtree is 33, which
is much larger than that of LPM.

C. Parallelism Analysis of DAGILPM

The processing time of CTUs is different from each other.
In order to analyze the maximum DP conveniently, we assume
all the processing time of CTUs is the same. An example
of DAG-based order to parallelize the CTUs for a frame is
illustrated in Fig. 8. Rectangles represent CTUs, which are
processed according to their numbers. The CTUs with the
same numbers are processed concurrently. The maximum DP
of CTU (MPcTty) can be calculated as

. a4
MPcry = min (0611(7) s H).

After adopting ILPM within each MER, the maximum DP
of DAGILPM (MPpagiLpm) can be summarized as

(10)

Y

Table I compares the maximum DP of LPM with that of
DAGILPM. The size of CTU is usually set as 64 x 64 [2].
MPpagipm is much larger than MPrpy. When the size
of MER is 16 x 16, MPpagiLpm reaches 495 and 660 for
1920 x 1080 and 2560 x 1600 video sequences, respectively.

From Fig. 8, we find that the DP of DAGILPM is low at the
beginning and at the end of processing a frame, which is not
believed to be adequate for many-core processors. There are
many idle cores at the beginning and at the end of processing

MPpagiLepm = MPcty x MPyLpym.
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TABLE I
MAaXxiMUM DP oF LPM AND DAGILPM

Resolution of MER Resolution of CTU MPpy MPpaGiLpm
8x8 832x480 2 35
8x8 1280x720 2 50
8x8 1920x1080 2 75
8x8 2560x1600 2 100

16x16 832x480 8 231
16x16 1280x720 8 330
16x16 1920x1080 8 495
16x16 2560x1600 8 660
O « .
(xP, yP)
CIPU

Fig. 9. MERs neighboring left, left-down, upper, upper-left, and upper-right
PUs are available for PUs within the MER.

a frame, which influences the performance. The average DP
(ADP) can be calculated as

1 + MPctu

7 12)

ADP = ( ) x MPLpMm.

D. CIPUs and PIPUs

In order to further increase the ADP, we process the CIPUs
and PIPUs when the DP is smaller than MPpagiLpm. The
CIPUs have no data dependencies on other PUs within the
same frame. The PIPUs have no data dependencies on other
PUs within the same CTU.

1) Completely Independent PUs: On the basis of LPM, we
find out CIPUs. The CTUs and MERs in a frame are processed
sequentially in scan order. So only the MERs neighboring left,
left-down, upper, upper-left, and upper-right PUs are available
for PUs within the MER (Fig. 9). For example, PU9 has data
dependencies on MER3’s neighboring left and upper-left PUs
(Fig. 3). If PUs within the MER have no data dependencies
on the MERs neighboring left, left-down, upper, upper-left,
and upper-right PUs, they will have no data dependencies on
all the PUs within the frame. The CIPUs meet the following
conditions.

1) A CIPUs left boundary and the corresponding MERs

left boundary do not overlap.

2) A CIPUs upper boundary and the corresponding MERs

upper boundary do not overlap.

The neighboring PUs of the CIPU belong to the same
MER or are not coded, which are unavailable for the CIPU.
For example, as shown in Fig. 3, PU5 meets requirements
of CIPU. PUS and its neighboring left, left-down, upper,
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PIPU
MER"’
CTU ~-__ CTU ~-__
(a) (b
Fig. 10. (a) PIPUs left boundary and the corresponding MERs left boundary

do not overlap. Meanwhile, the PIPUs upper boundary and the CTUs upper
boundary overlap. (b) PIPUs upper boundary and the corresponding MERs
upper boundary do not overlap. Meanwhile, the PIPUs left boundary and the
CTUs left boundary overlap.

and upper-left PUs all belong to the MERI. Meanwhile, its
neighboring upper-right PU is not coded yet. So, PU5 has
no data dependencies on its neighboring PUs. PUS can be
processed at anytime within the frame. Let (x P, y P) be the
coordinates of the top-left corner pixel of the current PU. The
current PU is CIPU if the following condition satisfies:

xPmodM#0 and yP mod M #0 (13)

where mod is modulus operation.

2) Partially Independent PUs: When processing the cur-
rent CTU, the left, upper, upper-left, and upper-right CTUs
should have been completely processed. The PUs within the
neighboring left, upper, upper-left, and upper-right CTUs are
coded. If the available PUs of the current PU all belong to the
neighboring left, upper, upper-left, and upper-right CTUs, the
current PU is a PIPU. As shown in Fig. 10, we further define
PIPUs, which meet the following conditions.

1) A PIPUs left boundary and the corresponding MERs left
boundary do not overlap. Meanwhile, the PIPUs upper
boundary and the CTUs upper boundary overlap.

2) A PIPUs upper boundary and the corresponding MERs
upper boundary do not overlap. Meanwhile, the PIPUs
left boundary and the CTUs left boundary overlap.

For example, as shown in Fig. 3, the available PUs of PU1
all belong to neighboring left CTU. PUI can be processed
at anytime within the current CTU. Let (x P, yP) be the
coordinates of the top-left corner pixel of the current PU.
The current PU is a PIPU if one of the following conditions
satisfies:

xPmodM #0 and yPmodC =0
xPmodC=0 and yPmod M #0

where C is the length of CTU.

(14)
5)

E. Summarization of Proposed Method

On the premise of keeping data dependencies and coding
efficiency the same as LPM, we propose a highly parallel
framework for HEVC ME.

1) First, we generate a DAG to capture the dependency

relationships among neighboring CTUs. We use the
DAG-based order to parallelize CTUs and adopt ILPM
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Fig. 11. Thread pool and work queues in our implementation.

within each CTU (DAGILPM), which exploits the
implicit DP.

2) Then, we find the CIPUs and PIPUs. When the DP is
smaller than the maximum DP of DAGILPM or the
number of processing cores, we process the CIPUs and
PIPUs, which further increases the DP.

IV. EXPERIMENTAL RESULTS
A. Input Stream and Environment Conditions

To compare our proposed method with LPM [24] and GPM,
we adopt an encoder migrated from HEVC reference software
HM12.0 [37] without any optimization. The input videos in
our experiments contain a list of standard test sequences with
64 frames. We select the configuration of randomaccess_main.
The default encoding test conditions are specified in [37] using
different quantization parameters (QPs) (22, 27, 32, and 37).
If no otherwise specified, the fast search in the HM software
is applied. The experiment platform of this paper is based on
Tile64, which is a member of TILERA many-core processor
family and contains 64 processing cores [32].

B. Implementation

In order to avoid the impact of special processors, we do
not utilize any processor-dependent optimizations. As shown
in Fig. 11, in order to ease the costs of frequent thread creating
and destroying, we construct a thread pool at the beginning of
encoding process. Thread pool is especially well suited to the
TILERA architecture since the pool can be spread among the
cores, with each one running a single thread. When a thread
finishes its work, it will stay in the thread pool. There are
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TABLE II
BD-RATE PERFORMANCE OF GPM COMPARED WITH HM12.0

Resolution of

Sequences GPM
Sequences
832x480 Flowervase 52.29%
832x480 Keiba 53.82%
832x480 Mobisode 75.30%
1280x720 KristenAndSara 51.44%
1280x720 SlideEditing 23.52%
1280x720 SlideShow 43.03%
1920x1080 Tennis 62.16%
1920x1080 BasketballDrive 80.42%
1920x1080 Kimonol 52.13%
2560x1600 Traffic 47.01%
2560x1600 PeopleOnStreet 31.06%
2560x1600 Nebuta 50.22%
Average 50.9%

five work queues, denoted as queue0, queuel, queue2, queue3,
and queue4. We define five kinds of works: 1) ME for a
particular CTU (work_CTU); 2) ME for a particular MER
(work_ MER); 3) ME for a particular CIPU (work_CIPU);
4) ME for a particular PIPU (work_PIPU); and 5) ME for
a particular PU which is not a CIPU or a PIPU (work_PU).
Work_CTU is put into the queueO; work_MER is put into
the queuel; work_PU is put into the queue2; work_PIPU is
put into the queue3; and work_CIPU is put into the queue4.
All the works are scheduled in a first-in-first-out manner in
the work queues. The priorities of the queues are set as
queue0> queuel > queue2 > queue3>queued. Idle threads in the
thread pool try to fetch the works from the queues according
to their priorities. Initially, we serialize all the work_CIPUs
available in the queue4. A master thread keeps track of the
state of the CTUs using a CM (Section III-A) and serializes
the work_CTUs available in the queueQ. All the threads have
access to the CM located in the shared memory. When a thread
has finished the work_CTU, it will update the CM. During
running process, a work itself may generate and put other
works into the queues. Specifically, work_CTU may generate
work_MER and work_PIPU, which will be put into queuel
and queue3, respectively. Work_MER may generate work_PU
and put it into queue2. Section III shows the rule of how a
work generates other works.

When we implement LPM, there are no work CTU,
work_PIPU, work_CIPU, queue0, queue3, and queue4. Mean-
while, it is different from ILPM for a work_MER to generate
work_PUs (Section III-A). When we implement DAGILPM,
there are no work_PIPU, work_CIPU, queue3, and queue4
(Section III-B). Serial execution just uses one processing core.

C. Coding Efficiency Analysis

The coding efficiency of all the methods is com-
pared in terms of combined Bjgntegaard delta bitrates
(BD-rate) [38], [39], which is calculated by the average PSNR
of different color components. Although there are other video
quality assessment approaches [40], the PSNR-based video
quality measurement is widely used during the development
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TABLE III
BD-RATE PERFORMANCE OF DIFFERENT METHODS COMPARED WITH
HM12.0. DAGILPM MEANS THE BD-RATE PERFORMANCE OF OUR
PROPOSED METHOD WITHOUT USING CIPUs AND PIPUs. THE SI1ZE
OF MER Is 8 x 8. BD-RATE PERFORMANCES OF LPM, DAGILPM, AND
OUR PROPOSED METHOD COMPARED WITH HM12.0 ARE THE SAME

Resolution of

Sequences Sequences LPM DAGILPM  Proposed
832x480 Flowervase 0.3% 0.3% 0.3%
832x480 Keiba 0.0% 0.0% 0.0%
832x480 Mobisode 0.0% 0.0% 0.0%
1280x720 KristenAndSara 0.3% 0.3% 0.3%
1280x720 SlideEditing -0.4% -0.4% -0.4%
1280x720 SlideShow 0.1% 0.1% 0.1%
1920x1080 Tennis 0.1% 0.1% 0.1%
1920x1080 BasketballDrive 0.1% 0.1% 0.1%
1920x1080 Kimonol 0.2% 0.2% 0.2%
2560x1600 Traffic 0.4% 0.4% 0.4%
2560x1600 PeopleOnStreet 0.2% 0.2% 0.2%
2560x1600 Nebuta 0.3% 0.3% 0.3%
Average 0.1% 0.1% 0.1%

TABLE IV

BD-RATE PERFORMANCE OF DIFFERENT METHODS COMPARED WITH
HM12.0. THE S1ZE OF MER IS 16 x 16. BD-RATE PERFORMANCES
OF LPM, DAGILPM, AND OUR PROPOSED METHOD COMPARED
WITH HM12.0 ARE THE SAME

Resolution of

Sequences LPM DAGILPM  Proposed
Sequences
832x480 Flowervase 0.9% 0.9% 0.9%
832x480 Keiba 0.5% 0.5% 0.5%
832x480 Mobisode 0.6% 0.6% 0.6%
1280x720 KristenAndSara 0.7% 0.7% 0.7%
1280x720 SlideEditing 0.1% 0.1% 0.1%
1280x720 SlideShow 0.5% 0.5% 0.5%
1920x1080 Tennis 0.5% 0.5% 0.5%
1920x1080 BasketballDrive 0.6% 0.6% 0.6%
1920x1080 Kimonol 0.5% 0.5% 0.5%
2560x1600 Traffic 1.0% 1.0% 1.0%
2560x1600 PeopleOnStreet 1.2% 1.2% 1.2%
2560x1600 Nebuta 0.5% 0.5% 0.5%
Average 0.6% 0.6% 0.6%
of HEVC [41]. The average PSNR is calculated as
6 %« PSNRy + PSNRy + PSNRy
PSNR g = . (16)

8

The BD-rate performances of all the methods compared
with HM12.0 are shown in Tables II-IV. The positive number
means coding efficiency loss. We find that GPM causes the
BD-rates to a serious increase of 50.9% on average, while
LPM, DAGILPM, and our proposed methods have little effect
on coding efficiency. The BD-rate performances of LPM,
DAGILPM, and our proposed method compared with HM12.0
are the same.

Fig. 12 shows the rate-distortion encoding efficiency with
different methods for different video sequences. The curves for
HM12.0, LPM, and our proposed method almost overlap in the
figure, which show that the rate-distortion efficiency of LPM
and our proposed method is almost as high as that of HM12.0.
However, the encoding efficiency of GPM is much lower than
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Fig. 12.
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Comparing the rate-distortion efficiency of different methods for different video sequences (QPs 22, 27, 32, and 37). M represents the length

of MER. (a) Flowervase_832 x 480. (b) Keiba_832 x 4480. (c) KristenAndSara_1280 x 4720. (d) SlideEditing 1280 x 4720. (e) Tennis_1920 x 41080.
(f) BasketballDrive_1920 x 41080. (g) Traffic_2560 x 41600. (h) PeopleOnStreet_2560 x 41600.

other methods because GPM takes no account of the data

dependencies among the block partitions, which significantly
increases the bit rates.

D. Parallelism Analysis

To compare the DP of our method with that of other
methods for ME, time scale is normalized as shown in Fig. 13.

Time slot is calculated as

Time interval(s)

: 10
Total time(s)

Time slot =

a7

where the Total time(s) is the total consuming time of one
frame, and the Time interval(s) starts from processing one
frame to the Time slot. We averagely sample ten DPs in the
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Fig. 13. Comparing the DP for ME among LPM, DAGILPM, and our proposed method. QP = 32, M = 8. DAGILPM means the DP of our proposed
method without using CIPUs and PIPUs. The DP of our proposed method is much higher than that of LPM and DAGILPM. (a) Flowervase_832 x 480.
(b) Keiba_832 x480. (c) KristenAndSara_1280 x 720. (d) SlideEditing_1280x 720. (e) Tennis_1920x 1080. (f) BasketballDrive_1920x 1080. (g) Traffic_2560 x

1600. (h) PeopleOnStreet_2560 x 1600.

timeline for every frame. Then, we calculate the ADP for every
time slot.

As shown in Fig. 13, DAGILPM means the DP of
our proposed method without using CIPUs and PIPUs.
The DP of DAGILPM and our proposed method is much
higher than that of LPM. The DP of DAGILPM is low at the

beginning and at the end of processing a frame. Our proposed
method is less affected and maintains a higher DP. Most of
the time, the DP of our approach is equal to the maximum
DP of DAGILPM or the number of processing cores. We
also find that the DP of our proposed method is low at the
end of processing the frame, because there are not enough
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TABLE V
AVERAGE SPEEDUP OF OUR PROPOSED METHOD COMPARED WITH
SERIAL EXECUTION USING 64 CORES FOR ME, WHOSE MOTION
SEARCH IS FAST SEARCH M REPRESENTS THE LENGTH OF MER
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TABLE VIII
SPEEDUP OF OUR PROPOSED METHOD COMPARED WITH SERIAL
EXECUTION FOR THE ENCODER USING 64 CORES, QP =32. M
REPRESENTS THE LENGTH OF MER

Resolution QP=27 QP=27  QP=32 QP=32

Resolution of

M=8 M=16 M=8 M=16 Sequences Sequences M=8 M=16
832x480 11.14 16.66 12.08 21.17 832x480 Flowervase 2.45 2.56
1280x720 11.69 25.98 14.01 33.08 832x480 Keiba 2.06 2.17
1920x1080 15.40 29.25 14.77 34.82 832x480 Mobisode 2.69 2.90
2560x1600 17.82 4233 22.02 4736 1280x720 KristenAndSara 1.93 1.96
1280x720 SlideEditing 2.28 2.34
1280x720 SlideShow 2.21 2.25
TABLE VI 1920x1080 Tennis 2.64 2.73
AVERAGE SPEEDUP OF OUR PROPOSED METHOD COMPARED WITH 1920x1080 BasketballDrive 2.68 2.79
1920x1080 Kimonol 2.05 2.09
SERIAL EXECUTION USING 64 CORES FOR ME, WHOSE MOTION 2560x1600 Traffic 238 241
SEARCH IS FULL SEARCH. M REPRESENTS THE LENGTH OF MER 2560x1600 PeopleOnStreet 2.32 2.36
2560x1600 Nebuta 2.58 2.61
Resolution QP=27 QP=27 QP=32 QP=32
V=8 V=16 V=3 M=16 Average 2.36 2.43
832x480 13.18 17.29 13.19 22.67
1280x720 13.26 29.14 14.33 3436 can be calculated as
1920x1080 17.77 34.92 16.88 42.39 T
serial
2560x1600 20.70 46.92 26.03 54.10 SLpm = (18)
Trpm
Tserial
TABLE VII SDAGILPM = 77— (19)
TpaGILPM
PERCENTAGE OF TIME SPENT ON THE ME IN THE ENCODER T
serial
USING A SINGLE CORE SProposed = = (20)
TProposed

Resolution of

Sequences Sequences
832x480 Flowervase 73.90%
832x480 Keiba 66.34%
832x480 Mobisode 79.00%
1280x720 KristenAndSara 60.69%
1280x720 SlideEditing 68.77%
1280x720 SlideShow 67.63%
1920x1080 Tennis 75.31%
1920x1080 BasketballDrive 75.90%
1920x1080 Kimonol 63.74%
2560x1600 Traffic 69.80%
2560x1600 PeopleOnStreet 68.91%
2560x1600 Nebuta 72.93%
Average 70.24%

CIPUs and PIPUs at the end of processing a frame. The DP
of our proposed method and DAGILPM dependents on the
resolution of the frame. As the resolution of frames becomes
smaller, the DP of DAGILPM and our proposed method is
reduced.

E. Speedup Analysis

Fig. 14 shows the speedup of all the methods compared with
serial execution for ME using 64 cores. Serial execution just
uses one processing core. DAGILPM means the speedup of our
proposed method without using CIPUs and PIPUs compared
with serial execution. Fig. 15 shows the speedup of LPM and
our proposed method compared with serial execution for ME
with different number of cores. The speedup of LPM (SLpm),
DAGILPM (SpagiLpm), and our proposed method (Sproposed)

where Tierial, TLPM» TDAGILPM, and Tproposed are, respectively,
the ME time of serial execution, LPM, DAGILPM, and our
proposed method. Tables V and VI show the average speedup
of our proposed method compared with serial execution for
ME using 64 cores. The numbers are the average ratios of
serial execution running time of ME to that using our proposed
method. Table VII shows the percentage of time spent on the
ME in the encoder using a single core. Table VIII shows the
speedup of our proposed method compared with serial execu-
tion for the encoder using 64 cores. From Figs. 14 and 15 and
Tables V-VIII. We have the following five major observations.

1) As the length of MER (M) increases (Fig. 14), LPM,
DAGILPM, and our method all speed up much more
quickly than serial processing. This is mainly because
the DP of LPM, DAGILPM and our method increase as
shown in (1) and (11).

2) As the resolution of frame increases (Fig. 14), the
speedup of LPM is nearly unchanged because the
DP of LPM stays the same. On the contrary, the speedup
of DAGILPM and our method increases because the
DP of DAGILPM and our method increases as shown
in (10) and (11).

3) As the number of cores increases (Fig. 15), our method
speeds up more quickly than LPM because our method
fully utilizes the increasing number of cores. When the
number of cores is more than 14, the speedup of LPM
is unchanged because the DP of LPM is not sufficient
for the increasing number of cores. We also find that
when the number of cores is more than the DP of our
method, the speedup of our method will not increase
as well. In general, our method can use more number of
cores than LPM.
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Fig. 14.  Speedup of LPM, DAGILPM, and our proposed method compared with serial execution for ME using 64 cores. DAGILPM means the speedup of
our proposed method without using CIPUs and PIPUs compared with serial execution using 64 cores. (a) QP =32, M = 8. (b) QP =32, M = 16.
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Fig. 15. Speedup of LPM and our proposed method compared with serial execution for ME with different number of cores. M represents the length of

MER. (a) Mobisode_832 x 480, QP = 32. (b) SlideShow_1280 x 720, QP = 32.

4) HEVC ME is the most computationally expensive opera-
tion in the HEVC encoder (Table VII). After the speedup
of ME, compared with serial execution, our proposed
method achieves averagely more than two times speedup
for the encoder (Table VIII). One of our future work
directions is to find efficient parallel methods for other
processing stages in the encoder and to find an efficient
parallel framework for HEVC encoder.

5) Our proposed method accelerates a lot more than
LPM and DAGILPM. Compared with serial execution,
our proposed method achieves averagely more than
30 times speedup for ME.

V. CONCLUSION

Efficient parallelization of HEVC ME on many-core proces-
sors is challenging. In general, there are two ways to paral-
lelize ME on many-core processors: 1) GPM and 2) LPM.
The GPM provides a high DP but has nonignorable coding
efficiency loss; LPM has ignorable coding efficiency loss

but the DP of LPM is not adequate for many-core proces-
sors. Based on LPM, we propose an efficient parallel frame-
work for HEVC ME. After analyzing the data dependencies
among neighboring CTUs, we generate a DAG to capture the
dependency relationships of CTUs. We use the DAG-based
order to parallelize CTUs and adopt ILPM within each CTU
(DAGILPM), which exploits the implicit DP. Then, we process
the CIPUs and PIPUs at the beginning and at the end of
processing a frame, which further increases the DP. Experi-
ments conducted on a Tile64 processor demonstrate that our
method accelerates more than LPM. Meanwhile, the coding
efficiency of our method stays the same as LPM, which is
much better than GPM.

We also find that the DP of our proposed method is
low at the end of processing the frame, which will influ-
ence the performance. One of our future work directions is
to keep a high DP. Meanwhile, we will also try to find
efficient parallel methods for other processing stages in the
encoder and to find an efficient parallel framework for HEVC
encoder.
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